**Coding Practice day 3**

**1.** **Anagram program :**

**Code**

import java.util.HashMap;

import java.util.Map;

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter the first string: ");

String str1 = scanner.nextLine();

System.out.print("Enter the second string: ");

String str2 = scanner.nextLine();

boolean result = checkIfAnagram(str1, str2);

System.out.println("Are the two strings anagrams? " + result);

scanner.close();

}

public static boolean checkIfAnagram(String str1, String str2) {

if (str1.length() != str2.length()) {

return false;

}

Map<Character, Integer> charCount1 = new HashMap<>();

Map<Character, Integer> charCount2 = new HashMap<>();

for (char c : str1.toCharArray()) {

charCount1.put(c, charCount1.getOrDefault(c, 0) + 1);

}

for (char c : str2.toCharArray()) {

charCount2.put(c, charCount2.getOrDefault(c, 0) + 1);

}

return charCount1.equals(charCount2);

}

}

**Output**
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Time Complexity : O(N)

Space Complexity : O(n)

**2. Row with Max One’s**

**Code**

import java.util.Scanner;

class Main {

public static int rowWithMaxOnes(int matrix[][]) {

int rows = matrix.length;

int cols = matrix[0].length;

int maxOnesCount = 0;

int rowIndex = -1;

int onesCount;

for (int i = 0; i < rows; i++) {

onesCount = 0;

for (int j = 0; j < cols; j++) {

if (matrix[i][j] == 1) {

onesCount++;

}

}

if (maxOnesCount < onesCount) {

maxOnesCount = onesCount;

rowIndex = i;

}

}

return rowIndex;

}

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter number of rows: ");

int rows = scanner.nextInt();

System.out.print("Enter number of columns: ");

int cols = scanner.nextInt();

int[][] matrix = new int[rows][cols];

System.out.println("Enter the matrix elements (0 or 1):");

for (int i = 0; i < rows; i++) {

for (int j = 0; j < cols; j++) {

matrix[i][j] = scanner.nextInt();

}

}

int result = rowWithMaxOnes(matrix);

if (result != -1) {

System.out.println("Row with the maximum number of 1s: " + result);

} else {

System.out.println("No row contains 1s.");

}

scanner.close();

}

}

**Output**

**![](data:image/png;base64,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)**

Time Complexity : O(n\*m)

Space Complexity : O(1)

**3. Longest consequtive subsequence**

**Code**

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner inputScanner = new Scanner(System.in);

System.out.print("Enter a string: ");

String inputString = inputScanner.nextLine();

System.out.println("Longest Palindromic Substring: " + findLongestPalindromicSubstring(inputString));

inputScanner.close();

}

public static String findLongestPalindromicSubstring(String inputString) {

if (inputString.length() <= 1) {

return inputString;

}

String longestPalindrome = inputString.substring(0, 1);

for (int center = 0; center < inputString.length() - 1; center++) {

String oddPalindrome = expandAroundCenter(inputString, center, center);

String evenPalindrome = expandAroundCenter(inputString, center, center + 1);

if (oddPalindrome.length() > longestPalindrome.length()) {

longestPalindrome = oddPalindrome;

}

if (evenPalindrome.length() > longestPalindrome.length()) {

longestPalindrome = evenPalindrome;

}

}

return longestPalindrome;

}

private static String expandAroundCenter(String inputString, int leftIndex, int rightIndex) {

while (leftIndex >= 0 && rightIndex < inputString.length() && inputString.charAt(leftIndex) == inputString.charAt(rightIndex)) {

leftIndex--;

rightIndex++;

}

return inputString.substring(leftIndex + 1, rightIndex);

}

}

**Output**

**![](data:image/png;base64,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)**

Time Complexity : O(n\*2)

Space Complexity : O(1)

**6. Rat in a Maze**

**Code**

import java.util.ArrayList;

import java.util.List;

public class Main {

public static List<String> findPathsInMaze(int[][] maze) {

List<String> allPaths = new ArrayList<>();

if (maze[0][0] == 0) return allPaths;

boolean[][] visitedCells = new boolean[maze.length][maze.length];

explorePaths(0, 0, maze.length, maze, visitedCells, "", allPaths);

return allPaths;

}

private static void explorePaths(int row, int col, int size, int[][] maze, boolean[][] visitedCells, String currentPath, List<String> allPaths) {

if (row == size - 1 && col == size - 1) {

allPaths.add(currentPath);

return;

}

visitedCells[row][col] = true;

if (row + 1 < size && !visitedCells[row + 1][col] && maze[row + 1][col] == 1) {

explorePaths(row + 1, col, size, maze, visitedCells, currentPath + "D", allPaths);

}

if (col - 1 >= 0 && !visitedCells[row][col - 1] && maze[row][col - 1] == 1) {

explorePaths(row, col - 1, size, maze, visitedCells, currentPath + "L", allPaths);

}

if (col + 1 < size && !visitedCells[row][col + 1] && maze[row][col + 1] == 1) {

explorePaths(row, col + 1, size, maze, visitedCells, currentPath + "R", allPaths);

}

if (row - 1 >= 0 && !visitedCells[row - 1][col] && maze[row - 1][col] == 1) {

explorePaths(row - 1, col, size, maze, visitedCells, currentPath + "U", allPaths);

}

visitedCells[row][col] = false;

}

public static void main(String[] args) {

int[][] maze = {

{1, 0, 0, 0},

{1, 1, 0, 1},

{0, 1, 0, 0},

{1, 1, 1, 1}

};

List<String> possiblePaths = findPathsInMaze(maze);

System.out.println("All possible paths: " + possiblePaths);

}

}

**Output**

**![](data:image/png;base64,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)**

Time Complexity :O(4^(m\*n)

Space Complexity: O(n\*n)